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CS 31, Section 2F

Project 6

1a)

int main()

{

int arr[3] = { 5, 10, 15 };

int\* ptr = arr;

\*ptr = 30; // set arr[0] to 30

\*ptr + 1 = 20; // set arr[1] to 20, BUG: ptr + 1 should be enclosed in parentheses

ptr += 2;

ptr[0] = 10; // set arr[2] to 10, BUG: should just be \*ptr

while (ptr >= arr) //BUG: prints in reverse order

{

ptr--;

cout << \*ptr << endl; // print values

}

}

My solution:

int main()

{

int arr[3] = { 5, 10, 15 };

int\* ptr = arr;

\*ptr = 30; // set arr[0] to 30

\*(ptr + 1) = 20; // set arr[1] to 20

ptr += 2;

\*ptr = 10; // set arr[2] to 10

ptr = arr; //reset ptr to first element of arr

while (ptr <= (arr + 2))

{

cout << \*ptr << endl; // print values

ptr++;

}

}

1b)

The function will not behave as expected because of a bug within findMax's parameters. The argument: int\* pToMax, creates a local copy of the pointer passed to findMax. Because findMax is of return type void, the function returns nothing. Any changes made to pToMax are also deleted when the function returns. To fix this, I would change the argument to be passed by reference instead of value like so:

void findMax(int arr[], int n, int\* &pToMax)

1c)

The main function has a problem in that a pointer is declared but not initialized to any memory address. As a result, a compilation error arises when computeCube is called with ptr as an argument. To fix this, I declared an int var and initialized it to some arbitrary value. I then assigned ptr to the address of var.

My solution:

int main()

{

int var = 0;

int\* ptr = &var;

computeCube(5, ptr);

cout << "Five cubed is " << \*ptr << endl;

}

1d)

The implementation of strequal causes it to run into problems when comparing str1 and str2. Instead of comparing the characters at the memory addresses that str1 and str2 currently point to, the while condition only compares the memory addresses. The if statement and return condition also run into the same problem. To fix this, I dereferenced the pointers with a \* character whenever str1 and str2 were compared.

My solution:

bool strequal(const char str1[], const char str2[])

{

while (\*str1 != 0 && \*str2 != 0)

{

if (\*str1 != \*str2) // compare corresponding characters

return false;

str1++;

str2++; // advance to the next character

}

return (\*str1 == \*str2); // both ended at same time?

}

1e)

The reason the program fails is because it depends on undefined behavior. When the function getPtrToFunction returns, anArray is a variable local to the function and is thus cleared from memory. As a result, the values that exist at the memory address pointed to by ptr are undefined. When the function f is called, it can also assign garbage values in the memory spaces previously allocated to anArray.

2)

1. double\* cat;
2. double mouse[5];
3. cat = &mouse[4];
4. \*cat = 25;
5. \*(mouse + 3) = 42;
6. cat -= 3;
7. cat[1] = 27;
8. cat[0] = 54;
9. bool b = (\*cat == \*(cat + 1));
10. bool d = (cat == mouse);

3a)

double mean(const double\* scores, int numScores)

{

int incrementor = 0;

double tot = 0;

while (incrementor < numScores)

{

tot += \*(scores + incrementor);

incrementor++;

}

return tot/numScores;

}

3b)

const char\* findTheChar(const char\* str, char chr)

{

for (int k = 0; \*(str + k) != 0; k++)

if (\*(str + k) == chr)

return str + k;

return nullptr;

}

3c)

const char\* findTheChar(const char\* str, char chr)

{

while (\*str)

{

if (\*str == chr)

return str;

str++;

}

return nullptr;

}

4)

int main()

{

int array[6] = { 5, 3, 4, 17, 22, 19 };

int\* ptr = maxwell(array, &array[2]); /\*Compares values (5,4), and returns the memory address of whichever one is greater. 5 > 4, so assigns ptr to point at arr[0] \*/

\*ptr = -1; //Sets arr[0] = -1

ptr += 2; //Sets ptr pointing at arr[2]

ptr[1] = 9; //Sets arr[3] = 9

\*(array+1) = 79; //Sets arr[1] = 79

//current array = {-1, 79, 4, 9, 22, 19}

cout << &array[5] - ptr << endl; /\*prints ((array + 5) – (array + 2)) which is equal to 3, the number of elements between the two values pointed to by &array[5] and ptr. Newline after 3. \*/

swap1(&array[0], &array[1]); //swaps memory addresses of pointers a and b

swap2(array, &array[2]); //swaps values at the indices 0 (-1), and 2 (4).

//current array = {4, 79, -1, 9, 22, 19}

for (int i = 0; i < 6; i++) //prints every element of the array, each on a newline

cout << array[i] << endl;

}

**Output:**

3 //from (&array[5] – ptr) = 3

4 //swapped with -1

79 //from \*(array+1) = 79

-1 //swapped with 4

9 //from ptr[1] = 9

22 //unchanged

19 //unchanged

5)

void removeS(char\* ptr)

{

char\* tempPtr = ptr; //temporary pointer to be used as a placeholder

while (\*ptr) //Shortcut for \*ptr != ‘\0’

{

if (\*ptr == 's' || \*ptr == 'S')

{

tempPtr = ptr; //set temp pointer to current s char pointed to by ptr

while (\*tempPtr)

{

\*tempPtr = \*(tempPtr + 1); //shifts all chars to the right of the char //to be removed one place left

tempPtr++;

}

continue; // break out of inner loop to check next character. (ptr isn’t //incremented because next char will be at the same index as //the removed char)

}

ptr++; //check next char when current char isn’t s

}

}